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ABSTRACT

Software maintainability is the most significant methods that play an essential part during the quality of software metrics. The software metrics is designed to differentiate the sizes of selected feature subsets and estimate their efficiency in the framework of software defect prediction. Software quality is the essential method to describe the performance of software products attributes without any defects. Software defect prediction is the more efficient approach for predicting the possible software defects from the test data. There are several methodologies considered for improving the open source software code in software metrics. Open source software code testing and software reliability are developed to generate the larger portion of population working under direct or indirect influence of software. Though, the failure of software reliability does not take place during the specified period of time under specified constraints. The study helps to predict the software reliability faults for particular period of time under specified constraints. This in turn improves the software metrics accuracy that helps to reduce the defect involved in software metrics.
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1. INTRODUCTION

Software metrics is one of the essential parts during the process of software development. Software development is subjected to cost and also the software testing is presumed as a time consuming process, where the cost and time spent on software development is increasing frequently. Software Requirement is the most important stage in software development as user requirements for collecting the large project in most significant way. Software specification is defined as the method of predicting the software reliability that facilitates to achieve the specified organizational objective with lesser faults.
The main goal of software metric is a typical measure of software system or process that is essential to obtain the quality of attributes. A Software defect prediction scheme contains the software metrics in which they are very useful to accumulate and calculate during the improvement of software system life cycle and dependent variable. Several methods are designed for improving the open source software code within software metrics. Therefore, the software metrics is very efficient for identifying the defects, predicting the imperfect code and risk of project. Also, it provides the accurate software products to the end users at the time of essential validation phase are collected during elicitation is necessary.

Software maintainability is employed to initiate the new features for identifying the reliability and enhance the precision by using software metrics value. Lower the sequence of software maintenance, higher the software’s quality level is addressed. The software reliability is essential to improve the better part of the population working under the influence of software. Furthermore, the software metrics has various methods to plan and develop the open source software code for designing the quality and reliability of software product due to the applications of software in different areas.

This paper is organized as follows: Section II discusses defects prediction on software metrics. Section III describes the existing defects prediction on software metrics technique, Section IV identifies the possible comparison between them, Section V explains the limitations as well as the related work and Section VI concludes the paper, research work is given as to predict the software reliability for enhancing the exact precision and guarantee the optimized selection of software metrics in an efficient manner.

2. LITERATURE TABLE

Software Development Life Cycle (SDLC) in [3] planned huge amount of money and effort to spend for attaining the software quality effectively. Software defect prediction (SDP) in [14] evaluates the performance of learning-to-rank technique to build the defect prediction models for ranking the task accurately. However, the several metric selection approaches are reduced to examine the efficiency of metrics during a SDP for ranking task. Software defects prediction by using basic model test in [10], but they reduced to evaluate the number of defects that provides efficient method for calculating the faults. Software reliability modeling in [8] designed to employ max-margin values for observing the function mapping software metrics to identify the counts of bugs. However, these model needs to execute the inference for several variables that is significantly achieved less scalable and more computational problem.

Object-Oriented Software Maintainability (OOSM) in [7] developed for measuring the large number of metrics and identifies the obstacles. Improvement of defect prediction model in [11] planned for maintaining the ascertaining software quality attributes and mainly focused on
constraint resources. However, evaluate the results on software, metaheuristic techniques and hybridized algorithms remains unaddressed. Open-source software projects in [1] described to estimate and compare these metrics to other code and process metrics. Though, even the accuracy is not validated. Software Metric Fluctuation (SMF) in [5] allows guidance to practitioners for choosing appropriate combination of metric and aggregation function. Defect prediction system in [9] developed for focusing the high data causality among the source code metrics and the occurrence of defects. But, these approaches do not employ to predict the amount of faults of a class involved in every time frame.

Package-modularization metrics in [16] predict the defects efficiently while employing the traditional metrics each other. However, the replicating high software systems improve the other programming languages and closed source software systems. Association mining based method in [12] designed to employ the defect prediction strategy to learn $D$ modules during unnecessary datasets that enhances the prediction of $D$ modules. Software metrics and fuzzy logic for software reliability prediction considered in [2] ensuring better reliability and overall reduction of future maintenance costs. Though, the better reliability leads to improve the maintenance costs. Multiple kernels Ensemble Learning (MKEL) in [13] develop the attributes of data and improve the performance that provides better results for SDP task. Doubly stochastic Poisson technique in [15] introduced very easier and efficient update for its complex conditional distributions. Though, the lack of simple and efficient algorithms for following computation has limited its application to predict the software defect.

Threshold derivation model in [4] establish the generalized thresholds that are effectively useful in various software systems. Though, the derived thresholds are not tested and evaluate in wider datasets including software systems. Network-based approach in [18] widely examines the change distributions and correlation among the centrality measures and range of change propagation. Though, frequent subgraph mining tools cannot determine to change propagation patterns in software change propagation network that decrease the software maintenance efforts. Metrics threshold values in [6] employed to against the bad smell using risk analysis at five different levels. However, the bad smell has no ability to support the testing team for identifying faults. Software Testing Defect Corrective Model (STDCM) in [17] evaluates the amount of remaining defects in software product that significantly increase the value of software projects. However, the STDCM technique is more complicated and therefore improves the failure rate.

In this paper, in order to overcome the above mentioned limitation, a defects prediction on software metrics is designed. That aims to guarantee the optimal selection of software metrics for detecting the faults and extensively decreasing the software metrics selection time. Hence, the defects prediction is essential to improve the accuracy for achieving the high performance by using software metrics.
3. DEFECTS PREDICTION ON SOFTWARE METRICS

Software metrics is essential to detect the software defects prediction for improving the software quality. Software quality is the most important to measure the performance of software products with lacking of identifying the faults. Also, the software quality metrics are a subset of software metrics that are mainly focus on the quality features of product, process, and project. Product metrics is useful to explain the aspects of product namely size, complexity, design features and quality level. The process of software metrics are employed to achieve the software size that provides better software performance optimization, software debugging and estimation costs. Thus the process of software defect prediction is employed to identify the defects and provides efficient removal and offering the value of software system based on various software metrics. The performance of detects prediction on software metrics system is compared against with the three existing methods such as Object-Oriented Software Maintainability (OOSM) technique, Software Development lifecycle (SDLC) technique and Software Metric Fluctuation (SMF) technique.

3.1 Classifying Metrics for Assessing Object-Oriented Software Maintainability: A Family of Metrics Catalogs

Object-Oriented Software Maintainability (OOSM) is mainly designed for measuring the very large quality of software metrics. These catalogs are very essential to provide the framework of OOSM metrics adoption and categorization of OOSM metrics that depends upon the selection of metrics’ classification. Due to the lack of useful information about the OOSM metrics for maintaining the decision-making system implemented in OOSM estimation. The main objective of OOSM technique generates the useful information like metrics’ categorization during the decision-making method. Based on the variety of OOSM metrics is designed for measuring every maintainability tasks. Furthermore, the approach offers useful information about the OOSM metrics for developers, project managers and researchers.
Figure 1 describes the block diagram of OOSM Metrics Categorization. The metrics catalogs are classified into seven types such as relevance, environment, license type, internal attributes, external attributes, supporting tool and assessment. Initially, the process of relevance includes two varieties of metrics classification like most adopted and relevant metrics. Then the environment has the ability to employ both the academic and industrial process for achieving better results. Academic metrics consists of OOSM metrics that includes software engineering academic research and industrial metrics are implemented in industrial scenarios. License type categorizes the metrics in two set namely, the open source metrics are employed to evaluate open source software maintainability and proprietary metrics are utilized in estimation of proprietary software.

A characteristic of internal attributes consists of five software maintainability such as size, complexity, coupling cohesion and software architecture constraints. The process of supporting
tool is essentially to accumulate automatically by using the tool. Then the external attributes is very useful to clarify the Systematic Mapping Study (SMS) approach in an efficient manner. Finally, the assessment category is classified into two types that are evaluated Metrics and validated Metrics. In addition, the performance analysis of OOSM Metrics categorization is efficiently supports the decision-making process that the classification metrics are exactly implemented in their estimation.

3.2 A fuzzy logic based approach for phase-wise software defects prediction using software metrics

The software defect density indicator calculation in terms of Software Development lifecycle (SDLC) is designed for improving the dependable software product. The software defect prediction is not useful at the end of testing phase since the changes required to implement in the SDLC system for attaining software quality. The fuzzy logic based technique is designed for predicting the software defect prediction to enhance the reliability of appropriate software metrics of all SDLC. Therefore, the predicted defects of different software projects are very close to establish the actual defects identified during testing.

Figure 2 Process of SDLC Model

Figure 2 explains the process involved during of SDLC technique. The defect density indicator in the first four phases of SDLC is to evaluate based on the performance of first four phases of SDLC method. Hence, the model supports the reliability to classify four types such as requirements analysis, design, coding and testing phases of SDLC. Initially, Requirement
analysis Phase Defect Density Indicator (RPDDI) provides efficient software metrics that are measured as input in design phase to predict the defect density indicator at the end of design phase. Next, the Design Phase Defect Density Indicator (DPDDI) are intended as input in coding phase to calculate the defect density indicator at the end of coding phase. Finally, the Coding Phase Defect Density Indicator (CPDDI) is evaluated as input in testing phase to predict the defect density indicator at the end of testing phase. At last, the predicted defect density indicators are very essential to predict the reliability defect in various formation of SDLC of a software project during software metrics selection.

3.3 Software Metrics Fluctuation: A Property for Assisting the Metric Selection Process

Software quality attributes are mainly utilized for evaluating the more suitable metrics efficiently. Though, the selection of such metrics is not always apparent and also it is very complicated task with large number of obtainable metrics. Software Metric Fluctuation (SMF) is designed to measure the quantity in which a metric score differ, due to the changes taking place among consecutive system’s versions. While the metrics is useful to access with respect to its fluctuation, the SMF approach provides the extensive range involving metrics that are highly constant. Therefore, the metrics estimation system plays an important role for evaluating the fluctuation. The properties of SMF technique are calculated by using two types. Initially, SMF has the capability to illustrate the various metrics. Then, the process of SMF is employed to evaluate the different metrics of selection method.

The fluctuation property has the ability to distinguish several metrics that successfully measures the same quality attribute like cohesion, coupling and convolution. It is mainly based on metric selection approach for choosing the metric either stable or sensitive according to the requirement of specific value of attributes. Furthermore, the various metrics work at the micro-level while they have capacity to working at a different level. The aggregating metrics is converted from the micro-level to the macro-level that is employed to provide the aggregation function in frequent manner. Thus the performance of SMF is an essential metric property that is applied to increase the precision of metrics selection method. For considering the SMF approach that is essential to require various aggregations functions which is depends upon the degree of fluctuation. Furthermore, the SMF solution has the ability to generate input to researchers for selecting the suitable mixture of metric and aggregation function during the system of metric selection.

The experimental evaluation of defects prediction on software metrics technique is conducted in various factors such as software metrics accuracy, fault detection rate and software metrics selection time.
4. COMPARISON OF DEFECTS PREDICTION ON SOFTWARE METRICS USING DIFFERENT TECHNIQUES AND SUGGESTIONS

In order to compare the defects prediction on software metrics method using different techniques, size of software program is taken to perform this experiment. Various parameters are used for defects prediction on software metrics techniques.

4.1 Software Metrics Accuracy

Software metrics accuracy is defined ratio of number of correctly identified defects without any error to the total number of defects. Software metrics accuracy is measured in terms of percentage (%) and is mathematically formulated as below,

\[
Software Reliability = \frac{Correctly \ identified \ defects}{Total \ number \ of \ defects}
\]

When the software metrics accuracy is higher, the method is said to be more efficient.

Table 4.2 Tabulation of Software Metrics Accuracy

<table>
<thead>
<tr>
<th>Size of Software Program</th>
<th>Software Metrics Accuracy (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>OOSM</td>
</tr>
<tr>
<td>10</td>
<td>68</td>
</tr>
<tr>
<td>20</td>
<td>75</td>
</tr>
<tr>
<td>30</td>
<td>78</td>
</tr>
<tr>
<td>40</td>
<td>81</td>
</tr>
<tr>
<td>50</td>
<td>84</td>
</tr>
<tr>
<td>60</td>
<td>86</td>
</tr>
<tr>
<td>70</td>
<td>90</td>
</tr>
</tbody>
</table>

Table 4.1 explains the software metrics accuracy versus different size of software program in the range of 10 to 70. The Software metrics accuracy comparison takes place on existing Object-Oriented Software Maintainability (OOSM), Software Development lifecycle (SDLC) and Software Metric Fluctuation (SMF) approach.
Figure 4.1 Measurement of Software Metrics Accuracy

Figure 4.1 measures the software metrics accuracy of existing techniques. Software metrics accuracy of Object-Oriented Software Maintainability (OOSM) technique is comparatively higher than that of Software Development lifecycle (SDLC) and Software Metric Fluctuation (SMF) method. Research in Object-Oriented Software Maintainability (OOSM) approach consumes 8% higher accuracy than Software Metric Fluctuation (SMF) technique and 23% higher accuracy than Software Development lifecycle (SDLC) technique.

4.2 Fault Detection Rate

Fault detection rate is defined as the measure of testing effectively. It is calculated as a ratio of number of defects found by the testing and total number of defects including found afterwards. Fault detection rate is measured in terms of percentage (%) and is mathematically formulated as below,

$$\text{Fault Detection Rate} = \frac{\text{Number of defects found by testing}}{\text{Total no of defects}}$$

When the fault detection rate is higher, the method is said to be more efficient.

Table 4.2 Tabulation of Fault Detection Rate
Table 4.2 explains the fault detection rate versus different size of software program in the range of 10 to 70. The fault detection rate comparison takes place on existing Object-Oriented Software Maintainability (OOSM), Software Development lifecycle (SDLC) and Software Metric Fluctuation (SMF) approach.

<table>
<thead>
<tr>
<th>Size of Software program</th>
<th>Fault Detection Rate (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>OOSM</td>
</tr>
<tr>
<td>10</td>
<td>57</td>
</tr>
<tr>
<td>20</td>
<td>59</td>
</tr>
<tr>
<td>30</td>
<td>60</td>
</tr>
<tr>
<td>40</td>
<td>65</td>
</tr>
<tr>
<td>50</td>
<td>68</td>
</tr>
<tr>
<td>60</td>
<td>70</td>
</tr>
<tr>
<td>70</td>
<td>75</td>
</tr>
</tbody>
</table>

Figure 4.2 Measurement of Fault detection rate

Figure 4.2 measures the fault detection rate of existing techniques. Fault detection rate of Software Metric Fluctuation (SMF) technique is comparatively higher than that of Object-Oriented Software Maintainability (OOSM) and Software Development lifecycle (SDLC) method. Research in Software Metric Fluctuation (SMF) approach consumes 11% higher fault
4.3 Software Metrics Selection Time

Software metrics selection time is defined as the difference between the ending time and starting time required for software metrics selection. Software metrics selection time is measured in terms of milliseconds (ms) and is mathematically formulated as below,

\[ \text{Fault Detection Time (ms)} = \text{Ending time} - \text{Starting time for software metrics selection} \]

When the software metrics selection time is lower, the method is said to be more efficient.

Table 4.3 Tabulation of Software Metrics Selection Time

<table>
<thead>
<tr>
<th>Size of Software Program</th>
<th>Software Metrics Selection Time (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>OOSM</td>
</tr>
<tr>
<td>10</td>
<td>38</td>
</tr>
<tr>
<td>20</td>
<td>40</td>
</tr>
<tr>
<td>30</td>
<td>43</td>
</tr>
<tr>
<td>40</td>
<td>44</td>
</tr>
<tr>
<td>50</td>
<td>46</td>
</tr>
<tr>
<td>60</td>
<td>49</td>
</tr>
<tr>
<td>70</td>
<td>51</td>
</tr>
</tbody>
</table>

Table 4.3 explains the software metrics selection time versus different size of software program in the range of 10 to 70. The software metrics selection time comparison takes place on existing Object-Oriented Software Maintainability (OOSM), Software Development lifecycle (SDLC) and Software Metric Fluctuation (SMF) approach.
Figure 4.3 measures the software metrics selection time of existing techniques. Software metrics selection time of Software Development lifecycle (SDLC) technique is comparatively lesser than that of Object-Oriented Software Maintainability (OOSM) and Software Metric Fluctuation (SMF) method. Research in Software Development lifecycle (SDLC) approach consumes 16% lesser selection time than Object-Oriented Software Maintainability (OOSM) technique and 37% lesser selection time than Software Metric Fluctuation (SMF) technique.

5. DISCUSSION AND LIMITATION OF DEFECTS PREDICTION ON SOFTWARE METRICS USING DIFFERENT TECHNIQUES

The characteristic of metrics categorization does not take place during the process of Object-Oriented Software Maintainability (OOSM) technique. The decision making system about the software metrics are difficult to accept in OOSM strategy. For relating the threshold value by using design principles are very difficult to predict the defects in the OOSM method.

Software Metric Fluctuation (SMF) is minimizing the usability of considering metric fluctuation while providing the measurement plans through industrial framework are evaluated. The process of SMF requires more time for executing the software metrics approach. Also, the lesser accuracy related to software metric selection is offered and it cannot collect to achieve both the sensitive and more stable metrics.
Predicting software defects is essential to address the higher computational difficulty and processing cost by using Software Development lifecycle (SDLC) system. The uncertainties associated over the assessment of software size metric are not concentrated. Then the smaller important software metrics are occurred to improve the time complication with lesser flexibility level.

5.1 Future Direction

The future direction of defects prediction on software metrics can be employed to enhance the precision and assure the optimized selection for providing better software system quality. In addition, the software metrics can be carried out to predict the deficiency of software reliability for decreasing the faults efficiently.

CONCLUSION

The comparison of different techniques for defects prediction on software metrics technique is carried out. SDLC technique is employed to design more computational complexity and evaluation cost for predicting the software defects. An OOSM method has the lesser ability to choose the optimized software metrics. Thus the process of threshold value is very hard task to predict the fault in the successive manner by using OOSM scheme. SDLC method provides low significant software metrics that maximize the time consuming with lesser flexible are addressed. The software metric selection is very hard task to measure more sensitive and constant metrics accurately. Finally, from the result, the research work can predict the reliability defect of software system and ensure the optimal selection of software metrics. Furthermore, the technique is achieved to improve the software metrics accuracy, rate of fault detection and minimizing the software metrics selection time with better efficient.
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